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Introduction

The service

The work we are presenting here is related to Web Service technologies. Web
Service is, namely, a Service deployed on the Web.

The service is a software artifact characterized by its behavior , the
potential evolutions resulting from its interaction with some external
systems, such asaclient service [ASCVS].

Given this description, we are focusing on the behavioral aspect of services, while
we use to consider Web Services as collections of remote proceduresto call, widely
spread around the network, based on XML communications.

The work

This project focuses on dynamic self-evolving services, concentrating the work on
three main aspects:

1. the execution of processes behind the service;
2. theinteraction with clients, self-developing step after step;

3. the separation between application logic and process-state logic.

(1.) and (2.) are often used as pre-conditions of many related works, so we may
want to suggest away of realizing services that do actually behave like exposed
before. On the other hand, we may want to use a technique that clearly divide the
business logic from the flow-control. A very simple way of addressing (1.) and (2.)
should have been adding an optional  state -related parameter in every signature, so
that the service could check it out at every call and verify whether preconditions were
respected or not: nothing formally incorrect, but abig messin practice! Hereis
explained the reason for focusing on the third point, as well.

Model-driven design

A conversation is a sequence of message exchanges that can occur
between a client and a service as part of the invocation of a\Web Service
[MDWSD]

Commonly, Web Services are a collection of request-response operations. that is,
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they do not keep any state information. As a consequence, they can be considered
completely defined by the communication protocol, reported into WSDL files. WSDL
Isan acronym that standsfor Web Service Definition Language , in fact, even
though it mainly specifies just the types of messages exchanged between clients and
servers at any operation call  in aRPC fashion. We have seen that it is not enough, if
we consider services as told before.

We may want to apply a model-driven design [MDWSD], a top-down design
technique starting from the process behavior, and not from the operations interface: in
other words we focus on actions, not on messages.

For example, suppose that only after alogin (aweb method to call) we can access
another functionality (another web method to call): WSDL does not provide any
formal construct to express this kind of precondition!

Why isit so important for services to specify (and, of course, respect) their own
given behavior? Because, once their service schema ([MDWSD]) is defined, they can
be part of a Services Community: being part of a Services Community means that it
Is possible for an Orchestrator to automatically synthesize a new Composite Service,
built by properly calling Component Services (see [ASCBOBD] for further details).
Wesaid properly calling them: if abehavior was not defined, that adverb would
have no sense but putting right values in the right places! We know that structured
programs are quite more complex, then we want more.

The problem of Composition Existence (and Composition Synthesis) is
EXPTIME-complete not only in case of fully-controllable component services,
without faults, and centralized controllers (see [ASCBOBD] and [ASCV S| for a
demonstration), but also for partially-controllable ones in a distributed environment
([ASGBMDB]) and in presence of failures ([BCPF]). Most important: composition
can be done in EXPTIME, in the size of the available services, we know that usually
services are not so complex to require huge defining schemata: hence, this cost is not
impossible to afford.

Service state and behavior management

Given the service schema, we may need to be supported by an automatic state
manager, in order to delegate it the control over processes flow. It hasto act like a
referee for addressing

e cCONcurrency,

o (multiple clients can interact with the service at the same time)
e evolution,

o (every serviceinstance must follow a predetermined life-cycle)
e COrrectness
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o (every transition from a state to another, for every instance, must respect the
service schema)

Thus, we may say that the Web Service operations' business logic is separated from
this kind of control check. On the other hand, the process manager does not mind
neither the message exchange, nor the application variables to update! This design
completely respects the point (3.) explained in the introduction.

Conversational Web Services

Web Services are stateless by default: thisis quite obviousif we consider that their
communication is based on stateless protocols (SOAP over HTTP, or SMTP...). Then,
no information about the caller identity, neither about the client's interaction history is
considered.

A single web service may communicate with multiple clients at the same
time, and it may communicate with each client multiple times.

In order for the web service to track data for the client during asynchronous
communication, it must have a way to remember which data belongs to
which client and to keep track of where each client isin the process of
operations. [DCWSBeq|

Hence, the services we are going to describe, design, and implement so far, are
based upon the so called Conversational Web Services .

The goal
Our purpose, in conclusion, istwofold:
1. Keep the state-related information in (stateful) Web Services
o through Conversational Web Services

2. Integrate the Web Service with an automatic behavioral manager, besides the
service implementation

o through an automatic process manager

Wewill describe aframework in order to make this al real, that has to respect
some requirements, such as:

e respect standards (for portability reasons)

o thisway, we will able to port our future products, based on this framework,
on alarge amount of existent Application Servers

e Use aready developed technologies
o SO that we can use them in real-world applications
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The framework we are going to describe is based upon Java (Java Enterprise
Edition v.5), and Java-related software infrastructures from the JBoss family (JBoss
AS as the application server, JBoss WS as the Web Service plugin for JBBossAS,
JBPM as the process instances container-manager).

Thus, we assume in the further discussion that the reader knows some J2EE basics
that we are not going to describe, since the arguments we are now going to treat are
high-level. Of course, the reader would have some knowledge of Web Servicesin
genera, for the same reason.
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Design
Conversational Web Services

Web Services in J2EE v.5

Once given we are going to use Java-related technol ogies and software
infrastructures, it is mandatory for us to see in a short summary how Web Services
work on J2EE.

Let us, say, first of al, that any POJO (Plain Old Java Object), Stateless Session
Bean (watch out: we said Stateless Session Bean), or Servlet, can be aWeb Service
Endpoint, given that it respects a defined interface. That abstract interface will
contain the rules the server will expose for clientsto interact, at any call, with it; this
means that the abstract interface can be independent from the concrete service
implementation. In other words, WSDL files are based upon the interface, not upon
the bean behind it.

Usually, the software architect/programmer can define the protocols only through
classes and interfaces definitions. On the other hand, only the container (Application
Server) decides the policy of pooling instances, and that is the same strategy already
seen for EJBs. So, users are unaware of which instance is actually serving the
reguests.

Astold before, there is no mention about the business protocol?.

The EJB-expert reader could ask: if almost any kind of Bean can stay behind a
WS, why don't we use Stateful Session Beans to implement it? The Java compiler,
actually, does not warn of any possible error. The point is that, instead, the container
does: it's not admitted, as now, to use Stateful Session Beans.

The same reader could ask, then: why don't we associate Statel ess Session Beans to
Stateful Session Beans injecting them as inner properties? Given you can not decide
which instance actually serves you, injecting Stateful Beans inside Statel ess ones
does not work, either: once more, there will be no compiler warning, and this time
neither the container will object anything, but, typically, the container will overflow
the memory stack after afew calls, as new Stateful objects will be created at any WS-
call!

Hoping to have convinced even the most suspicious reader, we can say that actual
technologies are not enough for use to make Web Services stateful.

1Wecall businessprotocol the specification of which messages exchange
sequences are supported by the service (MDWSD]), for example, expressed in terms
of constraints on the order that service operations would be invoked in
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WS-Addressing
WS-Addressing is aW3C standard, based on SOAP, that

defines afamily of message addressing properties that convey end-to-end
message characteristics including references for source and destination
endpoints and message identity that allows uniform addressing of messages
independent of the underlying transport [WSAW3C]

Essentialy, it defines some extra headers to put into the SOAP envelope, so that
clientscan havea pointer to the service endpoint, and identify the caller (see
Illustration 1): it suits perfectly to our goal!

Example 1-1. Use of message addressing properties in a SOAP 1.2 message.

(01} =5:Envelope xmlns:S="http://www.w3.0rg/2003,/05/s0ap-envelope”
xmlns:wsa="http://www.w3.0rg/2005,/08/addressing">

(02)  «=5:Header>

(03) <wsa:MessagelD=http://example. com/GB29FC40-CA47- 1067-B310- 00000 106620A</wsa: MessagelD>

(04) <wsa:ReplyTo=

(05) <wsa:Address=http://example. com/business/clientle/wsa: Address>
(06) </wsa:ReplyTo=
(07) <wsa:To=http://example.com/fabrikam/Purchasing</wsa: To>

{al:}] <wsa:Action=http://example. com/fabrikam/SubmitP0</wsa: Action=
(09)  </5:Header=>

(18)  <5:Body>

{11) i

(12)  </S:Body>

(13) </S:Envelope>

Lines (02) to (09) represent the header of the SOAP message where the mechanisms defined in the specification
are used. The body is represented by lines (10) to (12).

Lines (03) to (08) contain the message addressing header blocks. Specifically, line (02) specifies the identifier for
this message and lines (04) to (06) specify the endpoint to which replies to this message should be sent as an
endpoint reference. Line (07) specifies the address URI of the ultimate receiver of this message. Line (08)
specifies an action URI identifying expected semantics.

[llustration 1. Use of message addressing properties in SOAP 1.2 message

A reference may contain anumber of individual parameters that are
associated with the endpoint to facilitate a particular interaction (...)
Reference parameters are provided by the issuer of the endpoint reference
and are assumed to be opague to other users of an endpoint reference.
[WSAW3C]

Since we have to identify the client, and WS-Addressing headers specification
admit the rep1yTo NOde to have reference parametersin, we can insert the client
(conversational) id as a rep1yTo's reference parameter: every call will be identified by
thisuniqueid.

The client will take care of saving it, and sending it properly at any call: this
technique is similar to the SESSION-header for HTTP protocols: like the SESSION-
header for HTTP protocaols, it can support the maintenance of client-server
conversation state, over a statel ess protocol.

Thus, we make use of akind of piggy-backing on the payload, delegating the
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conversation issue to the Transport layer  as we would have expected, in theory.

WS-Addressing in JBossWS

JBossWS has not a native framework to actively support WS-Addressing.
However, its libraries provide two classes that may help us:

1. org.jboss.ws.extensions.addressing.jaxws.WSAddressingClientHandler
2. org.jboss.ws.extensions.addressing.jaxws.WSAddressingServerHandler

These classes Impl ement the interface javax.xml.ws.handler.Handler, that SpeCI fy
those modules that are able to manage SOAP Messages; the previous two classes are
designed to add the SOAP headers all the tags requested to conform WS-Addressing.
Unfortunately, they do not fill those fields, so you haveto do it by hand. That is not a
useless effort, since we had to add some extra-headersin order to insert optional
reference parameters (that is, the conversational id!).

Implementing our custom (so called) Message Handlers is not enough to make
them work: remember that we are altering a Transport Layer behavior, so we have not
adirect accessto that context! We can impose the underlying platform to use them,
when receiving or sending messages, by associating to the Web Service
implementation a custom Handler Chain (see lllustration 2) where they are listed.

The Message Handlers Stack

HANDLER
MessageContext
= = E T T
-l & = i i
MessageContext
APPLICATION

[llustration 2: Message Handlers Stack
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The link among Transport and Application Layer is created by Message Handlers.
Client-side and server-side handlers are organized into an ordered list known as

Handler Chain . The handlers within a handler chain are invoked each time a
message is sent or received, in the order that the programmer explicitly declared.

In order to associate a given Handler Chain, server-side, we write an XML filelike
theonein Illustration 3.

l<handler-chains Xmln=s="http: //java.sun. cons/xnl /ns/javase™

Z
3
4
3
g
7
g
4
10
11
1z
13
14
15
1a
17
15

12
20

xmlns:xsi="http: /Avmmw. w3 org/ 2000 /=ML Achena-instance™
xzi:gchemalocation="http: s /Java.sun. con/xnl /mssjavase jawaee_web serwvices_ 1 Z.xsd">-

<handler-chain=
<protocol-bindings-##30aF11 _HTTP< /protocol-bindinegss
<handler:-
<handler-nane>Wi-Addressing Server Handler</handler-name-
<handler-clazszs>
org. Jjhoss.ws. extensions. addressing. jaxws. WikddressingierverHandler
</handler-class>
</handlers>
<handler>
<handler-name>=Conversational Server Handler< /handler-names
<handler-class>
it.uniromal.dis.siz.water. service, handler. ServerHandler
</handler-clazs>
<Jj/handler>
</handler-chairns-

Zl</handler-chains>
[llustration 3: Handler Chain XML descriptor

Asyou can see, we can put our custom class into the list of handlers, and thus
declare we want the Message Context (that is, the context related to the lower layer,
where SOAP Envelopes are directly accessed) be processed. Once the file is written,
the way to link it to the Web Service isto declare it through the @HandlerChain
annotation (see lllustration 4)

39
40
41
42
43
44
45
46
47
45
49

[ATebfervice |
name = "Witeriervice™,
targetNamespace = "http: f/fwmmwr. dis.uniromal.it/sis/conws fuster™,
servicelame = "Water™,
wadlLocation = "NWEE-INF/wsdl /Witer.wsdl™,
endpointInterface = "it.uniromal.dis.sis.water.service. Wateriervice™
!
[EndpointConfig(configNane = "3tandard Wiiddressing Endpoint™)
[HandlerChain(file = "WEE-INF/jadws-handlers.xml™)
[E0APEinding (style = 30APEinding. 3tyle. BPC)
public class WiterierviceEndpoint implements Witerierwvice |

[llustration 4: Code snippet: a conversational Web Service declaration

The Message Handler acting into the server isrequired to access and read WS-
Addressing elements inside the headers, among the whom the conversation id lies as
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areference parameter, while handling inbound messages, and write them all back,
Inside outbound messages (see the
it.uniromal.dis.sis.wster.service.handler.ServerHandler Classinto the attached
code for further information).

We need to use a custom Handler Chain on the client, such that the conversational
id and all the others WS-Addressing elements are filled in requests, too (see
it.uniromal.dis.sis.conversational.client.handler.ConversationClientHandlerfOf
further details). Client-side, we cannot use an XML descriptor such as the previous,
we have to write it down into the Java code (see Illustration 5).

[ (ConfigProvider)port)
LBetConfigame ("3tandard Wikddrezszing Client™) ;

List<Handler> customHandlerChain = mew ArrayList<Handler>1():
custonHandlerChain. addinew ConwversationClientHandler|

Witeriervice, IDON,

Witeriervice. URI,

WaterService, ACTION,

this.conversationId)) ;
custonHandlerChain. add (new WikddrezzingClientHandler ()]

[llustration 5: Code snippet: a conversational Web Service client

it.uniromal.dis.sis.wster.service.handler.ServerHandler‘and

it.uniromal.dis.sis.conversational.client.handler.ConversationClientHandler
classes have been encoded following the test code released by JBoss authors: you can
find them at [WSAT].

Conversational Web Services in JBoss WS

Just doing what explained until now, everything would work out right. But, due to
portability reasons, it is better to complete some additional steps (see [WSAJBoOsS]).

First of all, we have to explicitly declare the JBoss WS platform to consider the
server and the client WS-Addressing compliant. Server-side, we have to write what
you can read at line 46 of Illustration 4's code snippet (that is, through the
@EndpointConfig annotation  beware it is not a standard J2EE annotation). Client-
side, we need to write down the first two lines of code in Illustration 5. Even though
they are JBoss specific configurations, they are useful to be declared because future
versions of JBoss WS will natively support WS-Addressing (so, you will not have to
fill the standard WS-Addressing headers by hand).

Then, we have to alter the standard WSDL file, automatically associated to the
Web Service once the WAR package is deployed on the Application Server, by adding
the UsingAddressing tag into the port node, as shown in Illustration 6.
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177

<operation name="searchByTitle >

178 <zZoap:operation soapbhction="" />

174 <inputs

1a0 <soap:body

181 namespace="http: /fmmr.dis.uniromal . it/sis/conws /fwster™
laz use="literal™ /-

la3 < /inputs

154 <outputs

185 <aoap:bhody

lag namespace="http: ffwmnr. dis.unirowal . it/sisfconws fwster”
1a7 use="literal™ /=

158 < Soutputs-

1a9 < foperations

1an0 </binding-

191 <service name="Titer' -

192 <port bhinding="tns:WiterferviceBinding™

193 name="Miterbervicelort" -

194 <soap:address

195 location="http: //127.0.0.1: 8080 /Conversationalfervice™ /=
1396 <Usinghddrezzing

197 xuwlns="http: /fwmr. wi. org/ 2006 /05 /addressing fosdl™ /=

198 <Sports

199 </servicesr

200< /definitionss

[llustration 6: Code snippet: WS-Addressing WSDL file

Resuming ideas
In order to implement a conversational Web Service framework we have to

e Implement the WS-Addressing framework

o Implement Message Handlers, both for client and server
= abletoinsert WS-Addressing tags into the SOAP headers
o Put those Message Handlers into the Handlers Stack
o Declare the WS-Addressing standard compliance into the WSDL file
Insert the conversational id as a parameter of WS-Addressing headers

o updating properly the message handling methods into the previously
defined Message Handler classes

A simplified schema of what happens once those steps are done, and arequest is
sent, isdrawn in Illustration 7 - we say it is smplified because the number of
involved actorsis bigger than the modules represented there, but it can be useful to
keep the ideas clear in mind.
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SOAP Envelope

Headers

Web Service
Endpoint

Client

SOAP Envelope

Headers Server
Message

Handler

Headers
{WS.-A {WS-A — |
+ID} +ID}

Client
Message
Handler

[llustration 7: A simplified Conversational Web Service request
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Services as Processes

Finite State Machines

FSMs (Finite State Machines) are the construct that we use to describe services
behavior (in the so called Roman approach [ASCV S]). We shortly recall here that a
deterministic FSM, used asa TS, standing for Transition System, is defined as
follows:

TS=(x,S,s,,6,F)

Where Zisthefinite aphabet of actions, S isthe finite set of states, sy istheinitia
state, in S, dthe transition function, F the set of finite states, in S.

It is quite common for Web Services to have transitions that do not directly depend
from clients' invocations. For example, the server, not the client, decides whether
user-names and passwords provided are correct for the user to login, so that he/she
can access protected functionalities (that is, make the service evolve to states that,

otherwise, would be not accessible). Thus, we have the so called devilish non-
determinism. Consequently, we have to consider this new tuple

TSy=(2,S,s8y,65.F)

where every symbol maintains the previous meaning, except
oy € SXEXS

that is arelation, not afunction anymore (the same action can make the service
proceed through different states).

Thus, we may have a Finite State Machine as the following (lllustration 8), for
instance
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Back to Search

Search by Author

Search hy Title

Leave of
[llustration 8: A sample Finite State Machine representing a service

Aswe can see, we have a non-deterministic action (Log) that represent the fact that
it is not decided a priori whether the user is giving the right credentialsin order to log
in. The Start state is the final state, too: remember, anyway, that afinal state is not a
state where the process evolution must actually it can. Once the user logsin, he/she
may search for asong, by title, or by author. Then, he can listen one of the result
songs, or come back to the Search state. At any moment, he can leave off (for
example, with aLogout).

Remember that this is supposed to be the service schema; if it will serve awebsite,
this does not represent its page-flow  since the latter completely independent from
the former.

jBPM / jPDL

jBPM (JBoss Business Process Manager) is aframework for advanced processes
management: it is designed to be a real workflow-management tool. Hence, we are
going to useit, but in a subset of its facilities: for example, it could manage automatic
sending of emails: clearly, we are not interested in such a functionality, at all. On the
other hand, its engine can store, update and monitor the evolution of processes,
addressing problems like process instances' identity and concurrent accesses: thisis
why we chose it as the service/process manager, mainly. More over, it can be
integrated with ESB tools such as JBoss ESB, and integrate BPEL descriptors. Of
course, areason for choosing this product has been the complete integration to JBoss
AS: infact, JBPM authors offer afull free JBoss AS distribution with JBoss WS
Native plugin and jBPM extension, free to download.
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@Web

Console
_______________________ Embeddable
I -
iPDL . [iPDL Library
- - + Process constructs as
Grap_nhlcal Processes node implementations
Designer * XML parsing
(eclipse based| + Task management

Process Runtime |History

|

|

|

|

|

|

|

|

+ Process Virtual Machine l
|

|

|

|

i

repository | Executions |
|

|

[llustration 9: jBPM

Natively, BPM supports its own Process Definition Language (jPDL), XML-
based, and Graph-COriented (for further reading, see [JBPM]). The isomorphism of
JPDL to Graphs of the XML-based syntax is avery important characteristic: in fact,
XML in general iswidely supported, structured but far looser than relational
schemata. More over, many frameworks, languages, technologies for interacting,
transforming, querying, updating XML data are already defined.

You can also make queries over contents and structures. for example, as we may
use HennessyMilner formulas for asserting properties about FSMs, we can use XPath
for expressing them about XML -based jPDL descriptors  for more powerful
languages, such as PDL or Modal Mu-Calculus you haveto use XSLT, or XQuery.

Wewill see later some examples of translations from HennessyMilner to XPath
equivalent formulas.

Last but not least, jPDL syntax isvery close to WS-TSL (the specification
language already seen in [PSP] during the course of Seminarsin Software
Engineering), so its documents will look quite familiar.

From TSs to jPDL documents

Mapping deterministic FSMsto jPDL (XML) documents is quite straightforward,
as you can read in the following table:
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SO <start-state name="Sp">

S ES <state name="S">

fe F <end-state name="f"/>

<state name="S">
6(5 a ): S 1 <transition to="S'" name="a">
Y

</state>

But two conditions are imposed by jPDL, in this case (deterministic FSMs):
e Start-states and end-states cannot be the coincident
e transitions cannot end to start-states, neither start from end-states

Thus, first of al, aFSM like the previous (see Illustration 8) has to be changed, as
shown in lllustration 10

Back to Search

Zearch by Author

Lizten

Search by Title

Leave off

Leave off

[llustration 10: Modified sample Finite State Machine representing a service

Final states have to turn into nodes without further transitions admitted, and start
states must not have reentrant arcs. That is not all: consider that we have adevilish
non-deterministic transition, still, thatis Log .

Since jPDL documents are used to describe internal processes that are going to be
automatically managed by the jBPM engine, then it is obvious that jJBPM is not
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designed for managing non-deterministic processes. non-determinism in services
Transition Systemsis used to hide some internal details, while every concrete
program is deterministic, and there is no behavioral information to hide to the process
manage.

Hence, jPDL does not admit transitions to have multiple reachable states. In these
cases, we can use specia nodes called decision-states: they map the choice that the
process make among multiple possible evolutions. Later we will see how to make use
of them.

Before going on, let us reason about the power to leave the process manager. We
may want to use it as

1. apassive flow controller

o That isto say, it checksthat every transition is legally invoked, and nothing
more

2. an active flow controller

o Thatis, it decidesthe state to evolve to, when the FSM (execution graph)
has a multi-arc

m decides by itself, in case of devilish (server-dependent) non-
determinism, the transition to move through

3. an active flow controller, able to call user-defined actions

o When the client asks for atransition to proceed, and it's linked to an action,
the process manager calls the proper action handler

We choose the third option because it includes the previous ones, make the process
manager able to directly manage exceptions thrown during the action (that is, the
exception recovery policy and rollback is due to it, not to the calling method), and
enriches the focus on actions, rather than using the framework as a simple flow-
control instrument.

Beware that jPDL does not require the programmer to write any code line into the
definition file: it delegates the action, or the decisions, to proper Java classes defined
somewhere else by the programmer. So, the definition remains abstract: it's like
putting another labeling (as we will see further).

Thisiswhy we can consider jPDL files as descriptors not only useful to be the sole
Input for the process manager, but also to be shown as contracts for the clients, or
orchestrators, at the same time.

Once the proper delegated classes are encoded, then there is an interpretation for
the schema.

Considering this all, we have to enlarge the algebra representing Transition
Systems for internal representation, by adding three new labeling functions and three
new sets, as follows:
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PTS:<ZISISOI6IF1A/0(/HlnlDlw>
here
A isthe set of action-handlers (Iabels)

D isthe set of decision-states, in S (so that transitions can start from elements
in D, too, without extending the definition of J)

H isthe set of decision-handlers (labels)

a isthe partial labeling function that, given a state s and an action a, returns an
action-handler e, element of A (we assume that only if dis defined on s and a,
then a is defined as well),

n  isthelabeling function that, given adecision-state d (in D) returns a
decision-handler (element of H)

w isthetransition function that, given a decision-stated (in D) and an
action a, returns astate s

Even though everything looks much more complicated, it immediately appears
easier when reading the following mapping table, from the Process Transition System

to the jPDL syntax.
dED <decision name="d"/>
<state name="S">
<transition to="d(S, a)" name="a">
X (S a) :e <action class="e"/>
’
</transition>
</state>
r]((i)::II <decision name="d"><handler class="h"/></decision>
<decision name="d">
<handler class="a (d, a)"/>
w(d,a)=s -
<transition to="S" name="a"/>
</decision>

The sample service shown until now will look, once transposed in ajBPM valid
process, asin lllustration 11
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==Start State>>
G

Start
Search by Suthor
==itgte== Search by Title ==5ate==
Lo Search SearchResult ’
Listen
Log OK Back to Search
I3 iﬂDECJ'.‘S_;J'Dn}P Leave off Leave off
Login
Mo log
==End State==
]
= End

[llustration 11: The process representing the sample service

This graphic representation has been drawn with the graphical designer, included
in theBPM Plug-In for Eclipse, free to download, alone or inside the JBoss Tools
Plug-In for Eclipse.

Jeprocess-definition xmlhs="urn:jbpw.org:jpdl-3.2" nane="W3iterProcesz">
4

5 <dezcriptions

& This examnple process iz designed for describing a Napster-like application.
7 <fdescriptions

g

9 <start-state name="3tart"-

10 <transition to="Login™ name="Log" =< /Cransitiorn-

11 <fstart-states

12

13 <decizion name="Login">

14 <handler clasgs="it.uniromal.dis.sis.wster.service.action, Loginbecision™ 2
15 <transition to="3earch”™ nawme="Log 0K'=</transitions

16 <transition to="End” nawme="No log"-=</transitions

17 </decisions-

15

19 <state name="3earch”>-

20 <transition to="3earchResult™ name=""23earch by Title' >

21 <action class="it.uniromal.diz.sis.wster.service.action. SearchByTitledction™ -
22 <itransitiorn-

23 <transition to="3earchResult”™ name="3earch by Author™-

24 <action class="it.uniromal.dis.sis.wster.service.action. SearchByiuthorbdction™ -
25 <itransitiorn-

26 <transition to="End" name="Leawe off"=</transition-

27 < fatates

Z5

29 <state name="SearchFesult’-

30 <transition to="%earch” name="Back to Search"=</transition-

3l <transition to="3earchResult” name="Listen">-

32 <action class="it.uniromal.dis.sis.wster.service.action.Listendction™ -
33 <itransitiorn-

34 <transition to="End" name="Leawe off"=</transition-

35 <jf3tatex

36

37 <end-state name="End"></end-state>

35

39 /process-definitions-

[llustration 12: The sample process jPDL definition
The same process, encoded in jPDL XML syntax, isshown in lllustration 12
The classes mentioned inside the c1ass attributes of decision/handier and action
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nodes must be referred to classes that the programmer will have actually
implemented inside the same WAR package the jPDL descriptor is. Respectively,
those classes must | mpl ement the org.jbpm.graph.node.DecisionHandler and
org.jbpm.graph.def.ActionHandler interfaces.

HennessyMilner / XPath

Now that we studied how does jPDL works, we can see some examples of
HennessyMilner formulas trandlated into X Path queries.

As usual, we consider the example diagram.

First, if we want to verify whether, from Search state, we can reach SearchResult
through Search by Title transition, we can write (knowing that the result should be
TRUE):

e HM
Search — (Search-by-Title)T A |Search-by-Title|SearchResult

e XPath
boolean(
not(//state[@name="Search"])
or (

//transition[
parent::state[@name="Search"]
and @name="Search by Title"
and @to="SearchResult"]

)

If we want to verify whether the only available transition from Search is Search by
Title (and we know that thisis FALSE):

o HM
Search — (any)T A [any - Search-by Title|F
e XPath
boolean(
not(//state[@name="Search"])
or (

//transition[parent::state[@name="Search"]]
and not(
//transition[ parent::state[@name="Search"]
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and not(@name="Search by Title")
]

)

Lastly, if we want to verify whether the only available transition from the start-
state Start isLog (TRUE):

e HM
Start — {(any)T A |any — Log|F
e XPath
boolean(
not(//start-state[ @name="Start"])
or (
//transition[ parent::start-state[@name="Start"]]
and not(
//transition[
parent::start-state[ @name="Start"]
and not(@name="Log")]
)
)
)
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endP ointyWehServicelnterface

—_—
remote call

remote call

ExecutionCont ext

-
identify conversation process D

IoadProcessinstancedthis process d

rocessingance:Procesdnstance Processh anager actionHandlerActionHandlet

signal” Transition™

] |
[ [
[ [
[
signal’ Transition") -
execites ecution Context)

-
setvariablefnarme, value) :

getvariahblelname)

|
|
|
|
|
|
|
|
|
|
|
|
|
|
|
[
getvanabledname) _
[
[

[llustration 13: Sequence diagram of a request processing
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Web Service / jBPM interaction

In the framework we are describing now, web services act like afacade for the redl
service core. The service core is spread over jBPM, that is the process manage,
action-handlers and decision-handlers.

[llustration 13 shows a sequence diagram representing the processing of aremote
request call to aWeb Service, in our framework.

As we can see, Web Service operations implementing code
1. identifiesthe process related to the conversation;
2. invokes the Jopm Context methods for activating proper transitions,
3. waits for the Jopm Context to complete its business

o registering the transition for updating the current state on the specified
process

o activating eventual decisions and actions;
4. returnsthe computations results back to the client.

Differently from BPEL, there is no information about variables to update and
parameters to call inside the process descriptors, due to information hiding, and
Actions and Web Service Endpoints don't share any reference, but the so called |BPM
Context, in order to have encapsulation. They both access temporary runtime
variables provided by the JBPM Context, and |BPM framework guarantees
persistence, coherence, concurrency over process runtime variables,

Thanks to the completely independent computation of Web Services operations and
Action- (or Decision-) Handlers, the same process could stand behind many services,
offering different interfaces.

In [llustration 14 we can see the typical source code of aWeb Service
implementation: after initializing (initsessionstate (), Method in which we will read
the conversational id and load the associated processid  see the attached code for
further information), it asks the sopmcontext reference to load the process instance
related to the current conversation, sets the variables the decision-handler will read,
and then ask the process instance to activate the transition named

LOg Hrocessinstance.signal(...)). Then, it readsthe updated value of the return
parameter, stored into the Process Context Instance, and returns it to the client (given
that the transition was callable at the moment  otherwise, aibpmException ISthrown).
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145 public BooleanDto login(3tiing username, 3tring password)

14a this.initiessiondtate () ;

147 log.info("Trying to log in through: ™ + username + © / " 4 password) ;
145

1445 ProcessInstance processlnstance =

150 this. jbpnContext. loadProcezsInstance(this.processId) ;

151 ContextInstance ctxInstance = processlIhstance. getContextInstance():
152

153 ctxInstance.setVariable (LoginDecision. USER VARNANE,

154 new UszerDatalusername, password)]:

155

1oA Boolean result = null;

157

158 try {

159 processlnstance. sigrnal ("Log™)

la0 result =

lal [ (Boolear)

laz [ctxInstance.getWVariablel

163 LoginDecizion.LOG DECISTON VARNAME))):

164 1

las catch(JbhpuException JjbpmEx)

l&E& log.error("Illegal state exception: ", jbpmEx):

1?7 ErrorDto error = new ErrorDto(new IllegalitateException(ibpuEx)):
1ad BooleanDto errorResult = new BooleanDto(false) ;

1a9 errorBesult.errar = error:

170 return errorBesult;

171 1

172 finally { this.jbpwmContext.cloze(]; }

173

174 return new BooleanDto(result)

175 1

~Illustration 14: Web Service operation implementing code

An example: WSter

WSter is asimple application that uses the framework applied to the example
showed in this document. It's divided into three logical units, and physically deployed

in three correspondent archives, following the MV C architecture:

1. A WAR with presentation modules (View)
o JSPfiles, presentation logic, clients of the main Web Service
1. Conversational WS-Addressing MessageHandlers

2. A WAR with control modules (Control)
o Service definition files

m jPDL descriptor, message handlers stack descriptor, WSDL

o Service implementation classes

m  Searvlet, ActionHandlers, DecisionHandlers, MessageHandlers

o Conversational WS-Addressing MessageHandlers
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3. A JAR with persistence modules (Model)
o EJB 3.0 - based Web Service (for remote access)
o JPA-connected Database

Since it contains all the source code whose snippets are illustrated here, and shows
many J2EE frameworks, it is strongly recommended to install it, useit, and carefully
read the code (most of all, the WAR with control modules, the core of the
framework).
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